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1. Project Overview 

Project Name: Multilingual Translation Web App 

 

Description: A web application that allows users to select a target language, input text, and 

receive translations using AWS Translate. The frontend can be hosted on an Amazon EC2 

instance or an s3 bucket for lightweight, cost-efficient serverless application, with 

translation requests routed through API Gateway and processed by AWS Lambda. 

 

Business Use Case: Helps businesses and users by providing real-time multilingual support 

for global customers. 

 

 

 



2. Architecture diagram 

  

AWS Services Used: 

Amazon EC2 – Hosts the frontend (HTML, CSS, JS) and serves it over HTTP/HTTPS. 

Amazon API Gateway – Exposes REST endpoints to handle translation requests from the 

frontend. 

AWS Lambda – Processes requests by calling AWS Translate API. 

AWS Translate – Provides translation services. 

Amazon CloudWatch – Logs API and Lambda execution details. 

 

Workflow 

• User visits the web app hosted on EC2. 

• User selects target language, enters text, and clicks Translate. 

• Frontend JavaScript sends request to API Gateway endpoint. 

• API Gateway forwards request to Lambda. 

• Lambda calls AWS Translate API. 



• Translated text is sent back to API Gateway. 

• API Gateway returns response to the EC2 frontend. 

• Frontend displays translated text to the user. 

 

 3. Deployment & Configuration 

Terraform manages all resources  

Full code and config can be found in this GitHub repo 

Provisioning: 

• EC2 instance launched with a web server (Apache) to serve frontend files. 

• API Gateway deployed with a POST method integrated with Lambda. 

• Lambda configured with AWS Translate permissions. 

Key Configuration Details: 

• EC2 instance in a public subnet, secured with a Security Group allowing HTTP/HTTPS. 

• API Gateway with CORS enabled to accept requests from EC2 frontend domain. 

• Lambda uses IAM execution role with TranslateText permission.  

 

4. Security & Permissions 

EC2: 

Security Group restricted to HTTP/HTTPS inbound only. 

Key pair used for secure SSH access. 

API Gateway: 

Secured with API keys or Cognito authentication (optional). 

  

 

 

https://github.com/KofiAmankwaBonsu/AWS-PROJECTS/tree/main/AWS-TRANSLATE


IAM Roles: 

Lambda role restricted to Translate and CloudWatch logging. 

Network Security: 

VPC rules to isolate backend resources. 

  

5. Monitoring & Logging 

EC2: OS-level monitoring with CloudWatch Agent. 

Lambda: Logs stored in CloudWatch for debugging. 

API Gateway: Access and error logs enabled. 

Metrics Monitored: API Gateway error rates, Lambda execution failures, EC2 CPU/Memory. 

 

6. Cost Considerations 

EC2: Ongoing hourly cost depending on instance type. 

AWS Translate: Pay per character translated. 

API Gateway: Billed per API request. 

Lambda: Pay per execution time. 

Optimization: Use a small EC2 instance (t2.micro under Free Tier) for frontend; batch 

translations to reduce Translate calls. 

  

7. Future Improvements 

• Replace EC2 with S3 static hosting + CloudFront for a fully serverless architecture. 

• Add authentication via Cognito for secured access. 

• Add DynamoDB to log and store translation history. 

• Implement CI/CD pipeline to update frontend and backend automatically. 



  

8. References 

AWS Translate Documentation 

Amazon EC2 Documentation 

Amazon API Gateway Documentation 

AWS Lambda Documentation 

 

9. Proof of Concept 

Overview 

This proof of concept demonstrates a real-time translation application built on AWS. 
The solution hosts a frontend on Amazon EC2, which sends translation requests via Amazon 
API Gateway. The requests invoke an AWS Lambda function, which uses Amazon Translate 
to return translated text.  

This PoC validates the end-to-end workflow for live multilingual communication. 

Screenshots / Resource Verification 

After Terraform apply, the web server can be accessed through the outputs by clicking on 
the web server url provided. 

 

 

 

 

 

https://docs.aws.amazon.com/translate/latest/dg/what-is.html
https://docs.aws.amazon.com/ec2/
https://docs.aws.amazon.com/apigateway/
https://docs.aws.amazon.com/lambda/


 

 

Screenshot of EC2 instance running frontend. 

 

 

Watch the full video demo here 

 

 

 

 

 

https://ronaldbonsu.com/videos/aws-translate.mp4


Screenshot of API Gateway endpoint. 

 

 

Watch the full video demo here 

 

 

 

 

 

 

 

 

 

https://ronaldbonsu.com/videos/aws-translate.mp4


Screenshot of Lambda and its logs in CloudWatch. 

 

 

 

Watch the full video demo here 

https://ronaldbonsu.com/videos/aws-translate.mp4

